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Abstract. Product families promote reuse of software artifacts such as 
architectures, designs and implementations. Product family architectures are 
difficult to create due to the need to support variations. Traditional approaches 
emphasize the identification and description of generic components, which 
makes it difficult to support variations among products. This paper presents an 
approach to modeling family architectures using generic software connectors 
that provide bounded ambiguity and support flexible product families. The 
paper also proposes an approach for transforming a family architecture to a 
product design through a four-way refinement and evolution process. 

1 Introduction 

Large, complex systems are often developed in the context of product families1. 
This enables developers to maximize reuse, accelerate the development process while 
reducing costs, and deliver products that are generally more reliable. Reuse across 
product families occurs in terms of architecture, design and implementation. 
Architectural idioms identify the kinds of building blocks that may be used to 
compose a system and specify the constraints on the way the composition is done. An 
explicit focus on common architectural idioms has the potential to fundamentally 
transform the nature of software development, as component integration replaces 
implementation as the predominant development activity. The promise of software 
architectures is that better software systems can be built in this manner more quickly 
by modeling their important aspects throughout, and especially early in the 
development. Coupling the benefits of product family-based and architecture-based 
development has been recognized as an area with a great potential payoff, as 
evidenced by a growing number of conferences, workshops, and symposia that focus 
on this subject [2, 3, 4, 8, 12]. 

                                                           
1 In this paper, we use the following phrases interchangeably: families, application 

families, product families, product lines, and domain-specific software. 
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The existing body of research in the area of software architectures for product 
families is characterized by two major foci:  

 
1. specification of generic, product family architectures (also referred to as 

reference architectures) and their instantiation into application architectures (e.g., 
[11]); and 

2. identification and integration of reusable components that comprise different 
members of a product family (e.g., [5]). 

 
In this paper, we focus on two additional issues that have not been addressed by 

existing approaches and that are useful complements to those identified above: 
 

1. the role of software connectors in specifying and ensuring the extra-functional 
properties of both a product family and individual applications within the family; 
and 

2. refinement of an instantiated product architecture into a design and, eventually, 
an implementation. 

 
The role of connectors in software architectures is to isolate all communication, 

coordination, and mediation [10]. Connectors do not generally provide domain-
specific functionality, but rather enable and streamline interactions among the 
functional elements (components). Thus, our hypothesis is that certain varying 
properties of applications within a family (e.g., deployment profile, concurrency, 
interoperability platform, performance, reliability, security, etc.) can be isolated 
within connectors. Also, certain types of connectors may occur regularly within a 
family. Our on-going work on classifying software connectors will serve as a vehicle 
for exploring these issues.  

To enable the refinement of an architecture into its implementation, we leverage 
our work on transforming architecture-level constructs (specified in an architecture 
description language, or ADL [9]), into design-level constructs (specified in the 
Unified Modeling Language, or UML [6]), and enabling the refinement of the 
resulting high-level design in a property-preserving manner [1, 7]. We introduce the 
notion of product family design, analogous at the design level to a product family 
architecture. A product family design captures recurring design patterns across 
components in a family. Another hypothesis is that both product family designs and 
product architectures are needed to enable effective refinement. 

The paper is organized as follows. Section 2 identifies the relationships between 
products and families, and between architectures and designs. Section 3 outlines the 
role of software connectors in family architectures. Instantiation of a product family 
architecture and refinement of the resulting product architecture into its 
implementation is discussed in more detail in Section 4. Section 5 presents an 
example illustrating the approach. Conclusions and a discussion of open issues round 
out the paper. 



2 Relationship of Products and Families 

Software architectures can be described using components, connectors and 
configurations [9]. Components are units of data store or computation whereas, 
connectors model the interactions among components. Architectural description 
identifies the obligations and freedoms of a software system built to that architecture. 
Obligations allow a high level analysis of system properties while the freedoms allow 
developers to design and implement the system according to the characteristics and 
constraints of an underlying infrastructure. Since a product family consists of 
products with commonalities and differences, it is useful to capture these aspects of 
the individual products in family architecture. Moreover, use of the same architectural 
elements to describe family architectures and individual product architectures aids in 
keeping these artifacts consistent and simplifies understanding. 

A family architecture provides generic information common to all the products of 
the family. This common information may include features present in all systems or a 
list of possible alternatives that products exhibit. It is easy to represent family 
architectures in terms of the similarities alone. However, in order to support variations 
in the individual products, a family architecture needs to describe the architectural 
elements with a certain amount of ambiguity. The product architecture, on the other 
hand, identifies specific architectural choices for a single product and thus can be 
considered as an instantiation of the family architecture. The product architecture is 
less ambiguous since all architectural elements are already chosen and specified for 
the sake of completeness. Proceeding in another direction, the family architecture can 
also be refined to create a set of more detailed family designs that can be used in 
individual products to obtain the recurring functional and extra-functional properties.  

Figure 1 depicts a high-level framework we propose for architectural modeling of 
product families and their improved refinement and evolution. The white boxes and 
arrows in the figure denote the traditional way of instantiating product architectures 
from family architectures, followed by the refinement of product architectures into 
their designs (and subsequent implementations). To complement this traditional 
approach, we introduce the concept of family design. A family design contains 
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Figure 1.  Design refinement and instantiation using product architecture 

and family design 
 



design-related information about a product family that the architecture did not (or 
could not) specify. For instance, a family design could contain different design 
interpretations of architectural elements (e.g., in the form of design patterns). Merging 
the product architecture information with family design information can then lead to a 
product design. Therefore, the product architecture defines at a high level what needs 
to be designed and the family design provides information on how to design it. This 
four-way relationship between architecture, design, family, and product implies that 
there are at least two alternate but complementary paths of creating designs for the 
products of a given family. 

3 Software Connectors in Family Architecture 

Family architectures capture the essential properties and relations of the product 
family. They describe structural and behavioral freedom and model the functional and 
extra-functional aspects of a family. Behavioral freedom and functional aspects of the 
product family are typically captured in components. Our approach also supports the 
description and analysis of extra-functional properties, coupled with the identification 
of the structural freedoms through the use of semantically rich connectors.  

As discussed above, family architectures need to describe commonalities as well 
as variations among family members. Commonalities can be captured through 
elements that are mandatory to all products. The real difficulty lies in modeling 
variations that have to be supported at the level of a product family. Various 
approaches have been proposed to describe family architectures including the use of 
styles, parameters, constraints and service provisioning. However, as discussed in 
[11], none of these techniques alone adequately addresses the problem of supporting 
variations in the product family. There is clearly a need for defining family 
architectures with a certain degree of bounded ambiguity in order to support product 
variations.  

Consider the case of a customer service product family that needs to support two 
product domains, retail banking and telephony. These products require variations in 
terms of the underlying information, as well as in the interaction of the architectural 
components. The banking application requires online transactions, whereas the 
telephony product requires a batch update. A useful family architecture would be able 
to support the description of both kinds of products. 

Software architecture captures the essential structural and behavioral information 
in the form of components and connectors. Family architectures are useful because 
they lead to better structured reuse and also because the bulk of the architectural 
analysis can be performed at the level of an entire family. There is a tradeoff between 
vagueness of description and the scope of applicability when it comes to specifying 
the architecture in product families. At the level of a product family, components tend 
to be vaguely described because family architectures need to support a variety of 
product features. This vagueness about components reduces our ability to reason 
about the family architecture. On the other hand, in the product architecture, 
components are described more precisely [13]. This tradeoff gives rise to reduced 



analyzability at the family architecture level and reduced flexibility of the concrete 
products. 

Current techniques for representing components in family architectures, however, 
tend to be inflexible. Many reuse techniques depend on the availability of 
interchangeable components that can lead to a component marketplace. However, 
experience shows that such components can only be achieved through considerable 
standardization efforts. Standardization tends to be a long process in which decisions 
are often made at a corporate level rather than industry-wide level. Component 
centered reuse therefore tends to take longer to adapt and is applicable only to niche 
domains. On the other hand, the software industry has very quickly embraced 
component integration frameworks such as DCE RPC [14], COM [15], CORBA[16] 
and Enterprise Java Beans [17]. This indicates that the industry is more amenable to 
accepting standards of integrating components than to standards of defining 
components. We therefore focus our research on the role of software connectors in 
family architectures.  

Software connectors describe the interactions among architectural components 
and support communication, coordination, conversion and facilitation needs of 
components [18]. Connectors can be used to describe interactions among components 
in family architectures. Furthermore, many extra functional properties of a system can 
be attributed to semantically rich connector mechanisms such as events, distributors 
and arbitrators. Since connectors can be applied across problem domains, they have a 
high potential for reusability. Connectors also significantly affect global system 
properties such as availability, throughput, security and scalability. Various 
architectural-styles motivated by software connectors have been studied, e.g. pipe and 
filter [19], real-time data feeds [20], event-driven architecture [21], message-based 
style [22], middleware-induced styles [23], and push-based systems [11]. 
Architectural styles are an important mechanism for enabling reuse in family 
architectures [11, 24], indicating that software connectors have a major role to play in 
enabling architecture-based reuse.  

Connectors provide bounded ambiguity that is necessary for supporting variations 
in family architectures. In order to effectively exploit that ambiguity we have used a 
taxonomy view of software connectors that describes the connector types, dimensions 
and their possible values (see Figure 2 for an extract). The ambiguity is contained in 
the various dimensions along which a connector can be characterized and the range of 
values that a connector can assume for each dimension. Since there are a finite 
number of values that can be assigned for each connector dimension, ambiguity 
involved in defining connectors in an architecture is bounded. Family architectures 
can be vague about the component interactions and as such can be described using 
imprecise connectors, i.e. connectors that identify a range of values for connector 
dimensions. Our taxonomy allows architects to choose the concrete connectors 
necessary to support interaction among components and to provide the dimensions 
along which each specific product can choose a different variation of interaction. 
Many extra-functional properties can thus be evaluated based on connectors as their 
dimensions of variation are known.  

As a solution for the example problem introduced above, the customer service 
product family architecture would describe the required component interactions in the 
form of an event connector that allows variations along dimensions shown in Figure 



2. It then becomes possible to describe both forms of required interactions - online 
transactions and batch updates - based on the event dimensions of notification and 
synchronicity. It is possible to describe the distribution profile of the interactions 
using the distributor dimensions delivery and addressing. 

We are currently developing an infrastructure for using and experimenting with 
connectors for implicit invocation, real time communication and parallel execution. 
This infrastructure builds upon our previous work with event connectors and adaptors 
[22]. 

4 Four-Way Refinement and Evolution  

Having discussed an approach to exploiting connectors in modeling family 
architectures and instantiating them into product architectures, we now discuss how to 
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Figure 2. An excerpt from the connector taxonomy showing (from left to right) 
types, dimensions, subdimensions, and values. 



refine the resulting product architectures into individual product designs. A product 
architecture constitutes an effective milestone [25] for any project since it can be 
analyzed and simulated to ensure the presence (or absence) of properties of interest. 
Nevertheless, it is still a difficult task to refine those architectural models into designs 
and actual implementations.  

Refinement involves the creation of lower-level design models (and ultimately 
source code) and their continuous validation to ensure consistency. Refinement is 
difficult and it often has to be done manually. This, however, implies that defects may 
be introduced while refining the product design from its architecture. Thus, we are 
faced with a major problem: we create the family and product architectures with the 
understanding that they describe certain desirable properties the end system should 
exhibit; at the same time, if consistent refinement and evolution cannot be ensured, 
then there is no guarantee that the final product will indeed exhibit those properties. 
In other words, inconsistent refinement invalidates the purpose and utility of the 
family and the product architecture. Meaningful architectural modeling must therefore 
ensure faithful refinement and evolution. This section will discuss an approach to 
improve the integrity of product models through the automation of refinement.  

Automation during Refinement 

The traditional way of modeling family architectures involves instantiating a 
family architecture into a product architecture, followed by refining that product 
architecture into a product design (Figure 3a – white area). This process may seem 
simpler in comparison to our proposed approach (Figure 3b – gray area) of using a 
family design, mainly because our approach additionally requires (1) modeling of a 
family design and (2) knowledge of how to relate it to the product architecture. 
However, we believe that these two additional activities ultimately simplify the 
overall refinement process. Using the traditional “family architecture to product 
architecture to product design” approach requires an instantiation from family 
architecture to product architecture and a refinement from the product architecture to 
a corresponding product design. The instantiation is relatively easy to do compared to 
the refinement activity, which is complicated by the lack of automation support. Even 
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Figure 3. Two refinement approaches 



if the refinement could be automated, we would still be faced with the possibility of 
mismatch introduction at a later stage, e.g., when either the design or architecture is 
altered and those modifications are not properly propagated throughout the family. 

Using a family design requires one additional instantiation activity – from a 
family design to a product design – which is again relatively straightforward. 
However, by replacing some (hard) refinement activities with (easy) instantiation 
activities, we achieve the added benefit of having to do less refinement, which, in 
turn, significantly simplifies doing product designs. Furthermore, we get the benefits 
of design reuse which complements architectural reuse (enabled through the use of 
family architecture). On the downside, arriving at a family design is not trivial or 
easily automated. The major advantage in using a family design is that we need to 
create it only once for each product family. Thus, once the family design is in place, 
each additional product can be architected and designed much more easily (because of 
having simplified the refinement of product architectures). On the other hand, without 
a family design we may avoid the hard initial task of creating and instantiating it, but 
the task of refining product architecture would be harder. It is not difficult to see the 
return on investment of doing a one-time difficult task that simplifies a later repetitive 
task as opposed to avoiding that hard initial task but complicating the repetitive one. 
Therefore, family design allows us to shift parts of the hard repetitive tasks from 
product architecture refinement to family architecture refinement. 

An added benefit of standard family designs is that they can be used to realize 
different species of the same connector type. For example, design patterns for central 
dispatch, publish-subscribe and queued dispatch events can be described in the form 
of family designs that realize the event connector, and are eventually instantiated in 
the product designs, based on the specific mode of interaction required. Additional 
design patterns can describe the other dimensions. This technique requires integration 
of design patterns in the family design for specific values of the different connector 
dimensions into a single software product design. 

Continuing our previous example, the use of events in the customer support 
product family architecture as the means of component interaction would leave a lot 
of flexibility in the design of individual products; the family architecture can support 
a large number of variations in each product. The product architecture can be used to 
instantiate an event connector by selecting the dimensions of each connector instance 
in the family architecture. This is an easy step, as it would involve looking up the 
taxonomy of connectors and making choices for the dimensions of a connector. 
Family designs can then provide standard refinements in the form of design patterns 
of event-based interaction for different platforms and middleware environments. 
Finally, the product design would select specific design patterns for the target 
environment and desired product properties of the system.  

 

5 Example: Going from Family Architecture to Product Design 

Figure 4 depicts a simple example on how to use generic connectors and family 
design concepts to generate a product design from a family architecture definition. 



The figure depicts a simple accounting family architecture (upper left) that supports 
access to accounting information via an event-based connector. This particular family 
architecture allows two types of interfaces, one for ATM machines and one for 
terminal consoles, but only one at a time. The family design (lower left) depicts 
possible realizations of above architectural elements. Note that there are realizations 
for both architectural components and connectors. Furthermore, we need to be able to 
deal with incomplete family design specifications including missing links (e.g., 
missing glue code) and missing realizations for some architectural elements. For 
instance, Flat File is a realization of Account; however, it does not work together with 
any realization of Event Bus (publish-subscribe, control dispatch, or batch update).  

In our example, we decided to instantiate a product architecture that consists of 
Account, Event Bus, and Console Manager (upper right). Using this product 
architecture as a reference and the family design as a resource database, we can now 
design and build the product using a predefined set of realizations. For instance, we 
could use the Console PC Mgr and combine it with either a Publish-Subscribe bus 
and a Database, or a Batch-Update bus and a Flat File. When we specified the 
product architecture, we also specified some attributes the architectural connectors 
should demonstrate. For instance, we pre-selected the Event bus to be of the Batch 
Update style. With this additional information, we can now automatically select a 
possible product design from the family design that would be compatible with the 
product architecture (lower right). The product architecture supplies information on 
what to design, while the family design provides a details on how to design a product.  

6 Conclusions 

This paper identified and addressed two significant challenges in product family 
development: modeling family architectures via generic connectors and supporting 
automatic architectural refinement via family designs. Our approach involves the use 
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Figure 4. Example of instantiation, refinement and traceability links 



of a taxonomy of connectors to model the bounded ambiguity in family architectures. 
We do not claim that connectors are more important than components for enabling 
family architectural descriptions; however we have found that, in some respect, 
connectors are significantly more flexible and reusable than components.  

To enable automatic refinement and evolution, we introduced the concept of 
family design. Family designs provide a set of realizations of architectural 
components and connectors (e.g., in the form of design patterns). They simplify 
refinement by providing an additional path from a family architecture to a product 
design. We believe that combining a product architecture and a family design 
provides simplified and more precise refinement.  

To date we have developed a suite of tools that allows automated mapping 
between architecture and design as well as their consistency checking. We have also 
studied the role of complex connectors in simplifying component integration and 
generating designs [1] and implementations [26]. The techniques used in this paper 
extend our previous work in the area of product line architectures [24]. This work is 
still in progress and it will evolve in several directions, including refining of our 
taxonomy of connectors, providing automated support for creating family designs, 
and resolving mismatches among architectural and design views at the level of a 
product family. 
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